**ASSIGNMENT-9**

**EXPERIMENT – 16: Write a program to find an order in which given matrices are multiplied, so that total number of scalar multiplications are least.**

#include <limits.h>

#include <stdio.h>

int MatrixChainOrder(int p[], int i, int j)

{

if (i == j)

return 0;

int k;

int min = INT\_MAX;

int count;

for (k = i; k < j; k++)

{

count = MatrixChainOrder(p, i, k)

+ MatrixChainOrder(p, k + 1, j)

+ p[i - 1] \* p[k] \* p[j];

if (count < min)

min = count;

}

return min;

}

int main()

{

int arr[] = { 1, 2, 3, 4, 3 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Minimum number of multiplications is %d ",

MatrixChainOrder(arr, 1, n - 1));

getchar();

return 0;

}

**OUTPUT-**

**![](data:image/png;base64,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)**

**EXPERIMENT – 17: Write a program to implement 0-1 Knapsack Problem using dynamic programming to get maximum total value in the knapsack.**

def knapSack(W, wt, val, n):

if n == 0 or W == 0 :

return 0

if (wt[n-1] > W):

return knapSack(W, wt, val, n-1)

else:

return max(

val[n-1] + knapSack(

W-wt[n-1], wt, val, n-1),

knapSack(W, wt, val, n-1))

if \_\_name\_\_ == '\_\_main\_\_':

val = [60, 100, 120]

wt = [10, 20, 30]

W = 50

n = len(val)

print ("Maximum Total Value=",knapSack(W, wt, val, n))

**OUTPUT-**

**![](data:image/png;base64,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)**